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Abstract: Improperly specified requirements can cause hazardous situations when they are designed 
and implemented into software. For example, missing requirements may lead to deaths and injuries. 
Software requirements analysis, which involves identifying and correcting inadequately defined 
requirements, plays a crucial role in reducing the possibility of hazardous situations caused by safety-
critical software. This work proposes a requirements analysis method for detecting missing 
requirements and minimizing sets of requirements. The proposed method utilizes an LLM and a prompt 
pattern. The feasibility and effectiveness of the proposed method have been demonstrated by applying it 
to the existing requirements. 
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1. Introduction  

The importance of software requirements analysis (SRA) in the application of software to safety-
critical systems cannot be overstated. Software requirements analysis involves identifying and 
correcting these inadequately defined requirements. Improperly specified requirements can cause 
hazardous situations when they are designed and implemented into software. For example, missing 
requirements may cause deaths and injuries [1]. Extensive researches have been conducted to identify 
missing requirements efficiently. Cantone and Adonsou proposed to use Karnaugh Maps (K-Maps) in 
software requirements analysis to identify absent requirements and reduce redundant related 
requirements [2]. They applied the analysis method to actual requirements for the feasible responses of 
International Space Station to avoid the collision with earth debris and solar debris. Through the 
application, they demonstrated that K-Maps are useful to identify absent requirements and reduce 
redundant related requirements.  

Ensuring the software safety frequently depends on iterative activities involving natural language 
(NL), including requirements safety analysis. Thus, tools based on Artificial Intelligence (AI) that can 
handle NL have the potential to enhance the efficiency and speed of these iterative activities. Large 
Language Models (LLMs) are among the most promising AI tools for ensuring the software safety with 
the consideration of these aspects. Ali Nouri et al. suggested a LLM-based Hazard Analysis Risk 
Assessment (HARA), which describes a HARA task to an LLM through prompt engineering [3]. To 
design the pipeline of the prompts for LLM-based HARA, they used a few prompt patterns which are 
suggested in White, et al. [4]. They structured the prompts and the pipeline to automatically generate 
HARA results based on the function description of any automotive feature.  

This work proposes a requirements analysis method for detecting missing requirements and 
minimizing sets of requirements. The proposed method utilizes an LLM and a prompt pattern 
suggested inWhite, et al. [4]. The feasibility and effectiveness of the proposed method has been 
manifested by being applied to the existing requirements, the same requirements as those in Anthony 
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and Adonsou [2]. The author organized the rest of this paper as follows: Section 2 presents a 
comprehensive literature review on the related works. The proposed requirements analysis method is 
described in Section 3. The application results are presented in Section 4. Finally, Section 5 summarizes 
the findings from the application and proposes potential future works. 
 

2. Related Works 
This literature review examines research studies, methodologies, and tools addressing the missing 

and duplicated requirements issues, highlighting advancements in requirement engineering. 
 
2.1. Missing Requirements 

Missing requirements often arise due to incomplete stakeholder elicitation, ambiguous 
documentation, and inadequate domain knowledge. Literature suggests that missing requirements can 
lead to costly post-deployment fixes, system failures, and reduced customer satisfaction [5]. 
Researchers have developed Natural Language Processing (NLP) techniques to identify missing 
functional and non-functional requirements by analysing requirement patterns and gaps [6]. 
Ontologies help formalize domain knowledge, allowing automated reasoning tools to detect incomplete 
specifications [7]. Model-driven approaches use graphical and formal models to verify completeness, 
ensuring all essential requirements are captured [8]. 
 
2.2. Redundant Requirements 

Redundant requirements typically emerge from multiple sources contributing similar specifications, 
lack of standardized documentation, or poor traceability mechanisms. Studies indicate that redundancy 
increases development and maintenance costs while leading to inconsistencies [9]. Text mining and 
clustering techniques can detect similar requirement statements, helping analysts eliminate redundant 
elements [10]. Traceability techniques track requirement dependencies, identifying redundant 
specifications that overlap with existing requirements [11]. As machine learning approaches, 
supervised and unsupervised learning methods help identify redundant patterns in large requirement 
repositories, improving efficiency [12]. 
 
2.3. Tools and Lessons Learned 

Requirements engineering process produces requirements artefacts that can be managed by 
software engineering tools [13-15]. Modern software engineering tools integrate AI-driven analytics, 
automated requirement validation, and model-based verification techniques. Tools such as IBM Rational 
DOORS, RequisitePro, and JIRA provide functionalities to detect missing and redundant requirements 
through automated analysis and stakeholder collaboration. The literature suggests that addressing 
missing and redundant requirements requires a combination of NLP, ontology-driven models, and AI-
based techniques [16]. As software systems grow in complexity, leveraging automated tools and 
structured methodologies in SRA will be essential for improving requirement completeness and 
efficiency. Future research should explore hybrid approaches that combine multiple techniques to 
enhance requirement accuracy further. 
 

3. Proposed Requirements Analysis Method 
As mentioned inAnthony and Adonsou [2] software requirements analysis is the process of 

ensuring that software requirements accurately break down the system requirements. During the 
process, it is checked if the software requirements are complete, unambiguous, correct, verifiable, 
concise, consistent, feasible, traceable and necessary. Absent, duplicated or inconsistent requirements 
are frequent problems in requirements specifications, thus a review to determine if they exist in the 
specifications is an essential activity of the requirements analysis. For the review, this work proposes an 
efficient method to find out missing requirements and lessen the possibility of duplicated or 
contradictory requirements through minimizing requirements. The proposed method utilizes an LLM 
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and prompt engineering. The author has taken notice that prompt patterns play a crucial role in 
successful prompt engineering. Thus the author investigated all the prompt patterns suggested in 
White, et al. [4] and reached a conclusion that the Recipe Pattern is suitable to the purpose of the 
proposed requirements analysis method.  

 
3.1. The Recipe Pattern 

According to White, et al. [4] the Recipe Pattern sets limitations to produce a structured sequence 
of steps using given partial "ingredients," which need to be organized systematically to reach a specified 
objective. Fundamental contextual statements of this pattern are as follows: 
 

•  I would like to achieve X 

•  I know that I need to perform steps A, B, C 

•  Provide a complete sequence of steps for me 

•  Fill in any missing requirements 

•  Identify any unnecessary steps 
 

The first statement helps the LLM to focus on the overall goal. The second statement presents a 
partial set of steps that the user intends to incorporate into the complete recipe. The third statement 
informs the LLM that the objective is to generate a fully ordered sequence of steps. The next statement 
“Fill in any missing steps” prompts the LLM to complete the recipe independently by making necessary 
choices for missing steps, rather than merely identifying additional required information. Lastly, the 
final statement helps identify inaccuracies in the user's original request, ensuring the final recipe is 
optimized and efficient. 

 
3.2. Logical Use of the Recipe Pattern 

While the Recipe Pattern focuses on finding and filling missing steps of the recipe, detecting and 
filling logically missing requirements of the requirements specification shall be involved in the 
requirements analysis. Therefore, in order to deal with the incompleteness and redundancy of 
requirements, fundamental contextual statements of the Recipe Pattern are modified as follows: 
 

•  I would like to achieve logically complete set of requirements 

•  I know the requirements X, Y, Z 

•  Give me a comprehensive list of requirements 

•  Complete any missing requirements 

•  Point out any redundant requirements 
 
The first statement shows that the overall goal is to achieve logically complete set of requirements. It 
should be noted that the word steps in the Recipe Pattern has been changed into the word requirements.  
 

4. Experimental Application 
The feasibility and effectiveness of the proposed method has been manifested through a comparative 

study. The proposed method has been applied to the existing requirements, the same requirements as 
those in [2]. The requirements, which describe the feasible responses of International Space Station to 
avoid the collision with earth debris and solar debris, are as follows: 
 

• If Radar Mode is active, an object is observed, the Pizza Box will be broken through, and there 
is sufficient time for a Collision Avoidance maneuver, then MC shall show “Maneuver.” 
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• If Radar Mode is active, an object is observed, Pizza Box will not be broken through, then MC 
shall show “Object Detected – no action.” 

• If Radar Mode is active, no object is observed, then MC shall show Debris Statistics. 

• If Radar Mode is inactive, MC shall show “Enable Radar Mode.” 
Using the modified Recipe Pattern, the following prompt was firstly provided to the LLM, ChatGPT: 
 

I would like to achieve logically complete set of requirements. I know the first requirement is that If 
Radar Mode is active, an object is observed, the Pizza Box will be broken through, and there is sufficient 
time for a Collision Avoidance maneuver, then MC shall show “Maneuver.” The second requirement is 
that If Radar Mode is active, an object is observed, Pizza Box will not be broken through, then MC shall 
show “Object Detected – no action.” And the third requirement is that If Radar Mode is active, no object 
is observed, then MC shall show Debris Statistics. The fourth requirement is that If Radar Mode is 
inactive, MC shall show “Enable Radar Mode.” Give me a comprehensive list of requirements. 
This prompt used the first three statements of the pattern. ChatGPT provided the output as shown in 
Figure 1. 
 

 
Figure 1.  
The first output from ChatGPT. 
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The second prompt, which corresponds to the fourth statement of the pattern, was provided as 
follows: 

 
Complete any missing requirements. 
For this prompt, ChatGPT provided the output as shown in Figure 2. According to the output, all 

logical conditions are covered with the requirements, in which missing requirements are filled, ensuring 
that the MC displays appropriate messages for every possible scenario. 
 

 
Figure 2.  
The second output from ChatGPT. 

 
The third prompt, which corresponds to the final statement of the pattern, was provided as follows: 

 
Point out any redundant requirements. 
For this prompt, ChatGPT provided the output as shown in Figure 3. ChatGPT successfully 

identified redundant requirements and streamlined the set of requirements. The resulted set of 
requirements are shown in Figure 4 and is the same as that of Anthony and Adonsou [2] which results 
from the K-Map based requirements analysis method.  
 

5. Concluding Remarks 
In this work, the author has shown that LLMs can be utilized to identify missing requirements and 

assist in reducing the set of requirements. Prompt engineering, especially using prompt patterns, makes 
it easy and efficient to use LLMs for the requirements analysis. Finding out that the Recipe Pattern is 
suitable to the requirements analysis process, the Recipe Pattern is modified for the purpose of the 
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proposed requirements analysis method. The feasibility and efficiency of the proposed requirements 
analysis method has been demonstrated by the experimental application to the requirements, which 
describe the feasible responses of International Space Station to avoid the collision with earth debris and 
solar debris. ChatGPT successfully identified missing requirements and reduced redundant 
requirements. Furthermore it also streamlined the set of requirements successfully. Since incorrect and 
inconsistent requirements may cause safety critical failure of software system, future research is 
recommended to develop a requirements analysis method to detect incorrect and inconsistent 
requirements using LLMs. 
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Figure 3. The third output from ChatGPT 
 

Looking through the list of requirements, here are a few that might be considered 

redundant or overlapping: 

Requirement 2 ("If Radar Mode is active, an object is observed, and the Pizza Box will not be 

broken through, then the MC shall show 'Object Detected – no action.'") and Requirement 3 

("If Radar Mode is active and no object is observed, then the MC shall show 'Debris 

Statistics.'") both deal with scenarios where Radar Mode is active, but the outputs differ 

depending on the detection state. You could potentially combine these into a single 

requirement that covers both conditions of detection: 

Combined Requirement: 

If Radar Mode is active, the MC shall show: 

“Object Detected – no action” if an object is detected but no collision threat exists. 

“Debris Statistics” if no object is detected. 

Requirement 4 ("If Radar Mode is inactive, the MC shall show 'Enable Radar Mode.'") and 

Requirement 5 ("If Radar Mode is inactive and an object is detected, then the MC shall 

display 'Radar Mode Disabled – Object Detected.'") both address cases when Radar Mode is 

inactive. Depending on the design, Requirement 5 might be covered within Requirement 4 

since the system is still inactive, but the message could be adapted for specific cases. 

Simplified Requirement 4: 

If Radar Mode is inactive, the MC shall show “Enable Radar Mode.” If an object is detected 

while Radar Mode is inactive, the MC shall additionally show “Radar Mode Disabled – 

Object Detected.” 

These changes remove redundancy by combining overlapping scenarios and keeping the 

requirements more concise. 
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Figure 4. The set of requirements streamlined by ChatGPT 

 
 

Here’s the streamlined set of requirements based on the redundancy adjustments: 

Requirement 1: 

If Radar Mode is active, an object is observed, the Pizza Box will be broken through, and 

there is sufficient time for a Collision Avoidance maneuver, then the MC shall show 

“Maneuver.” 

Requirement 2: 

If Radar Mode is active, the MC shall show: 

“Object Detected – no action” if an object is detected but no collision threat exists. 

“Debris Statistics” if no object is detected. 

Requirement 3: 

If Radar Mode is inactive, the MC shall show “Enable Radar Mode.”  

Requirement 4: 

If Radar Mode is active, the system detects a critical object or collision risk that cannot be 

avoided in time, then the MC shall show “Collision Imminent – Immediate Action Required.” 

This streamlined set eliminates redundancy while maintaining all critical scenarios. 


